Chapter-24 DAX (Data Analysis
Expressions) in Power Bl

DAX (Data Analysis Expressions) is a formula language used in Power BI, Power Pivot, and SSAS
Tabular models for data manipulation, calculations, and querying. It allows users to create
calculated columns, measures, and tables to perform advanced data analysis and calculations in
Power BI. DAX functions are similar to Excel formulas but are optimized for handling large
datasets in Power BI.

Key Concepts of DAX

1. Calculated Columns:
o These are new columns added to tables in Power BIl, where values are computed
using DAX expressions.
o Calculated columns are evaluated row by row.
2. Measures:
o Measures are calculations based on aggregations (like SUM, COUNT, AVERAGE)
that are evaluated in the context of reports or visualizations.
o Measures are typically used to calculate summary statistics and KPIs (Key
Performance Indicators).

3. Tables:
o DAX can also create calculated tables that are evaluated based on data from one

or more tables in your model.

Basic DAX Syntax

A DAX expression consists of a function and its arguments, which could be columns, tables, or
other functions. Here's the general syntax for DAX:

‘ <Function Name> (<Argument 1>, <Argument 2>, ...)

Common DAX Functions in Power Bl

1. Mathematical Functions



SUM(): Adds up all the values in a column.

l Total Sales = SUM(Sales[SalesAmount])

AVERAGE(): Returns the average value in a column.

‘ Average Sales = AVERAGE(Sales[SalesAmount])

¢ MIN() and MAX(): Returns the minimum or maximum value from a column.

Max Sales = MAX(Sales[SalesAmount])
Min Sales = MIN(Sales[SalesAmount])

e ROUND(): Rounds a number to a specified number of digits.

‘ Rounded Sales = ROUND(Sales[SalesAmount], 2)

2. Date and Time Functions

e TODAY(): Returns the current date.

‘ Today’s Date = TODAY()

e YEAR(), MONTH(), DAY(): Extracts the year, month, or day from a date column.

Year = YEAR(Sales[SaleDate])
Month = MONTH(Sales[SaleDate])
Day = DAY(Sales[SaleDate])

o DATEDIFF(): Calculates the difference between two dates.

‘ Days Difference = DATEDIFF(Sales[StartDate], Sales[EndDate], DAY)

3. Logical Functions

o IF(): Performs a conditional check and returns one value if TRUE and another if FALSE.

‘ Sales Category = IF(Sales[SalesAmount] > 500, "High", "Low")

¢ AND(), OR(): Combines multiple conditions.

‘ Sales Status = IF(AND(Sales[SalesAmount] > 500, Sales[Region] = "East"), "High Value", "Low Value")

4, Text Functions



e CONCATENATE(): Combines two strings.

l Full Name = CONCATENATE(Employees[FirstName], Employees[LastName])

e LEFT(), RIGHT(): Extracts characters from the left or right of a string.

‘ Left 3 Characters = LEFT(Employees[EmployeelD], 3)

e LEN(): Returns the length of a string.

‘ Name Length = LEN(Employees[EmployeeName])

5. Aggregation Functions

e COUNT(): Counts the number of rows in a column.

‘ Count of Sales = COUNT(Sales[SalesAmount])

e COUNTROWS(): Counts the number of rows in a table.

Count of Rows = COUNTROWS(Sales)

6. Filter Functions

e CALCULATE(): Evaluates an expression with modified filter context.

‘ Total Sales in 2023 = CALCULATE(SUM(Sales[SalesAmount]), YEAR(Sales[SaleDate]) = 2023)

o FILTER(): Returns a table that has been filtered based on a condition.

‘ Sales Over 500 = FILTER(Sales, Sales[SalesAmount] > 500)

e ALL(): Removes all filters on a table or column.

‘ Total Sales = CALCULATE(SUM(Sales[SalesAmount]), ALL(Sales))

DAX in Action: Common Use Cases
1. Creating Calculated Columns

A calculated column is useful when you want to add a new column to a table that is calculated
using existing columns.



Example: Create a new column that categorizes sales into "High" or "Low" based on the sales
amount.

Sales Category = IF(Sales[SalesAmount] > 500, "High", "Low")

2. Creating Measures
Measures are typically used for aggregation and can be calculated dynamically in reports.

Example: Calculate the total sales for a specific year (e.g., 2023).

Total Sales 2023 = CALCULATE(SUM(Sales[SalesAmount]), YEAR(Sales[SaleDate]) = 2023)

This measure will return the total sales only for the year 2023.
3. Using CALCULATE with Filters

The CALCULATE function is one of the most powerful DAX functions, as it allows you to modify
filter context dynamically.

Example: Calculate the total sales for the East region in 2023.

East Sales 2023 = CALCULATE(SUM(Sales[SalesAmount]), YEAR(Sales[SaleDate]) = 2023, Sales[Region] = "East")

4. Time Intelligence

DAX provides a set of built-in functions for working with time-based data, often referred to as
Time Intelligence.

Example: Calculate the total sales for the previous year.

Previous Year Sales = CALCULATE(SUM(Sales[SalesAmount]), SAMEPERIODLASTYEAR(Sales[SaleDate]))

This measure calculates total sales for the previous year based on the SaleDate column.
5. Working with Tables
DAX also allows you to create and modify entire tables based on existing data.

Example: Create a calculated table that contains only the highest sales records:

Top Sales = FILTER(Sales, Sales[SalesAmount] > 1000)

This will create a new table with all rows from the sales table where the SalesAmount is greater
than 1000.



Best Practices for Writing DAX

1. Use Descriptive Names: Name your calculated columns, measures, and tables
descriptively to make your model easier to understand.

2. Avoid Complex Calculations in Calculated Columns: For performance reasons, try to
keep complex calculations in measures, as they are calculated on demand.

3. Use Filter Context Wisely: When using CALCULATE(), be mindful of the filter context. The
result of a measure or calculation may change depending on the filters applied in the
report or visualization.

4. Optimize Performance: DAX is designed to be efficient, but complex expressions can
slow down performance. Use efficient functions like SUMX, AVERAGEX, and FILTER rather
than relying on row-by-row calculations.

5. Use Time Intelligence: Leverage built-in time intelligence functions to simplify date-
based calculations such as year-over-year growth, running totals, and period-to-date
measures.



